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**Введение**

Граф — это структура данных, состоящая из множества вершин (узлов) и рёбер (связей) между ними. Графы широко используются для моделирования сетей, связей и маршрутов. В нашем случае граф представлен списком смежности, где каждая вершина знает своих соседей.

**Краткая теоретическая база**

Об алгоритме обхода в глубину (DFS):

Поиск в глубину (Depth-First Search, DFS) — алгоритм для обхода или поиска в графе. Он начинает с выбранной вершины и исследует как можно дальше по каждой ветви перед возвратом назад. Это реализуется с помощью стека (рекурсия или явный стек). Результатом алгоритма поиска в глубину является некоторый (в случае неориентированного графа) путь, следуя которому можно обойти последовательно все вершины графа, доступные из начальной вершины. Поиск в глубину применим в ситуациях, когда граф неизвестен целиком, а исследуется каким-то автоматизированным устройством.

Стратегия поиска в глубину такова: идти «вглубь», пока это возможно (есть не пройденные исходящие ребра), и возвращаться и искать другой путь, когда таких ребер нет. Так делается, пока не обнаружены все вершины, достижимые из исходной.

Возможны две реализации этого базового алгоритма: одна в виде рекурсивной процедуры, другая — с использованием явно заданного стека магазинного типа (LIFO).

Применение правила LIFO (Last In First Out— последним пришел, первым обслужен), которое характеризует работу стека магазинного типа, соответствует исследованию соседних коридоров в лабиринте: из всех еще не исследованных коридоров выбирается последний из тех, с которым мы столкнулись.

**Цель работы**

Создать программу, которая:

- Визуализирует граф в консоли, отображая вершины и рёбра с помощью ASCII-символов.

- Показывает процесс обхода графа в глубину, выделяя посещённые вершины символом [\*].

- Делает паузу после посещения каждой вершины, чтобы наглядно видеть ход алгоритма.

**Решение**

1. Граф и позиции:

Граф задан как map<int, vector<int>>, где ключ — вершина, а значение — список соседей. Для каждой вершины указаны координаты на "канвасе" — двумерном массиве символов.

2. Рисование графа:

Функции drawVertex и drawEdge рисуют вершины и рёбра на текстовом канвасе. Вершина отображается как [n] или [\*], если посещена. Рёбра рисуются линиями -, |, /, \\.

3. Обход в глубину (DFS):

Функция dfs использует стек для обхода. После посещения каждой вершины происходит обновление канваса и вывод его на экран. Затем пауза для визуального восприятия.

Как запустить

windows:

g++ -std=c++11 -pthread graph\_dfs.cpp -o graph\_dfs.exe

graph\_dfs.exe

linux:

g++ -std=c++11 -pthread graph\_dfs.cpp -o graph\_dfs

./graph\_dfs

**Скриншот выполненной работы**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMMAAAPhCAYAAABE8xsKAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACdqSURBVHhe7d29bhrd2oDhh6/OGSDzFinMKSC7gJSmpzCWaAk9BZFSWTIFPaZFAorpcRkoYnEKuEixseY4+NZiHmywMQYbDzNr7ktib0OIxUu4mVnzt1IiMjc3IPFS3759IwbA+D/9fyDxiAFQxAAoxgwJl8rWpNcpSVrvi+9J9epWpvPdPxapVFZ+9jpSevolIpNWQRrDeH20iCHhghjO5L56Je3p649CqtiUUT2n9yxfvDeeay3jmsUwBlaTsNV82JB8Pv90q3oipU5Palm7Vd4txIC9PNwOZGJWqk6+6wMOIQbs5/Q/yeiPriEG7OWiYgbbZpDdvdMHHEIMeJcdRI/H48WtnjMD6Ov9tjbFBTHgXauD6EL1Xs46I+nXsvqn7iAG7GU+bctgIpI++yHZlFtblIgBUMSAvdjxg90HNxm4N24gBmxVbAYD5+VtVBdpFeK3d3kXxICtho3nvc/BrSFDB7ckWcQAKGKAkZZSZxSsCvVre28lsket1vq6GrV6BGzMcNQqoFgyAIoYAEUM2Ik9aac/7jt5HsMSMQCKGABFDIAiBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoIgBUMQAKGIAFOdAA4olA6CIAVDEAChiABQD6AOK45zKzAP9jCXDwdl5kgvBRXrL7Tc/VM9TQzWluHI5x/l8Ku1ycJHfQtUzvy0M21/zyytxN4vrl4s5zms+PGI4gsU36eXqROPRZUOoSysIxX7YWxPJ1UevgnABMRzB6c/fZpViIi3zwYq6xSXpG0O9Z9x1xTNf/bnzC33AHcQQslSqKBWzcu17XXFw9thYI4aQXdzUJWcGqde3D/pI3HyXEzNQ9h//6X13EEOI7JYbO1SI83xoi5jNEPn+T1xjfhsxhGQxaP5dkvSk9elNjquTgzzf1i8KvMtz9rUYTJuYfe9a2tN4xrwNMYTlomIGzb543c+PFFY3ZT7fymsf0F2es49sra8hVKXcnuqjbiGGkFyc202pK9NFmdvIfrrMSkd9ZB9b398QJXafSMfuUTNLNVdDsIghJK9nzQy22ZtP2GIq2ajOomlDWERrQljbxOogYsCb1nYO5upPS7TlzbUdb8RwRPNhI7JLBGvzuOP55trE6MQAKGI4uDjOqcw80BaHcAOKJQOgiAFQxHAEcZxTmXmggQQhBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoIgBUMQAKGIAFDEAihgAxTnQgGLJAChiABQxHEESzieOI2IAVGRjCL49g6u0HeJKb8ubi7NUfsau77Odi675xmXzXXmfI75keH9OZTuJxuIfoFnUR565Mj/x13v7fbaz9fRrWfPTP3nUN3Dxnq+838wDfWTLb7TfMlhMxYqvcferJbNSR0a9ipzMRM57I+mU5CAzEEVNLGOwi+ybzpncm2+zq1v3Zp2Mkvl8KA37jX/9KJlcTmRglyAfnw4rymIZQ/AP5OY/SNQEY4WxjH6fyMz3JXMZ7Sm3PiO2q0kIh53qNuNVpXDVlUeZyeCqIFUvI/WbC32GO4gBW9m56IJJDYPJ0K1pu+zk/G6Jj2HTZsGPzKm8y3N2EbXXsxSsmkZ3yq1DiOyBenZrUW8xSL7aOjaw/+g/ex0pzbbPRhn8vpLMWoWjz0W2639bGA79WqL0Pu+L1SRAEQOgYhuD3TNq14NHI7OKZAd2T/MUf3y9GMkW2xg2zbgf3Nj/gI9hNQlQEY+B+YnDwftscQ40oFhNAhQxAIoYjsDupeUc6OghBkA5HcPi9MQPbB1BMjkdw8PtQCbpklTcO/QeX8DpGOxhx38nIrlzasD7nB8z3C1quGSwine5P4C+64rnp+Xsx6k+AGzmfAz2mj5/7n1JlypOnsSOw3F/yWAsBtKSE4YO2CYRMTCQxi4SEYN11/XEZyCNLRITgzz8kXsG0tgiMTEwkMZ7krNkMBhIY5tExfA0kL78yfFKeCVRMViLgXT6TBg64KXExTCftqXMFTSwAedAAypxSwbgLcQAKGI4As6BjiZiAFTiY+A8aSwlPgbOk8ZS4mPg8G4sMWYwOE8aFjFYnCcNgxgMDu+GRQyKw7tBDIqBNIhhBedJJxsxrOI86UQjhhUMpJONGF5gIJ1cxPAC50knFzFswHnSyUQMG3CedDJxDjSgWDIAihgARQyAIgZAMYA+IHvVi16nJGm9L74n1atbmc53f4tTqaz87HWk9PRLRCatgjSGX/PPFMfX/FWI4YCCD9aZ3Fevtm6WTRWbMqrn9N7bH5zlB3X25TFsfs2pVFFuRnV5fqXrNr3uMF7zV2E1KWTF5tiEINIqFCSfzy9uUf3Q2L3xDX2Nq7dCa2L+1JfHf8HzXEEMIbJLhHpuYkL4JcM9VkOiZLFKdGmWFZOBczsliSFEF+c5s0rejW0ICxcVMzbwxeve6QPuIIaQ2PVv04LM/vddmuOxjJe3GF3A7Gmp4N/Lnwd90CHEELJc/Vz+6nihUKiKJyXp3MTkePHTH3KWtmtI+21tigtiCNmk9TxesCcT3Q72v2aT/Yau9VeWLovb+oWMd3nOvi4qJUn7nji4hrRADCHL/Pf548JtRO3yy60860fZ7vKcfdhNpsG42c2lgkUMofknj75I+uS73g+c/pcx/zuT/0V8HXyxVJCJ/HV0qWARQ0g2rRLZQXWllI78FqblUiH2W8LeQQwhmg8bUvVESp3RYh1+NKpLxqtKuT3VZ0TTcqkwuHVwE9IKYgjZtF1eW4+PegjWsGFfa8PppYJFDIAihoNLP60GfWSH2uom0dHq0aRfKo6v+fA4ahVQLBkARQyAIgZAEQOgiAFQxAAoYgAUMQCKGABFDIAiBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoIgBUMQAKGIAFDEAihgARQyAIgZAEQOgiAFQxAAoYgAUMQCKGABFDIAiBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoFLfvn2b689IoFS2Jr1OSdJ6X3xPqle3Mp3v/rFIpbLys9eR0tMvEZm0CtIYxuujRQwJF8RwJvfVK2lPX38UUsWmjOo5vWf54r3xXGsZ1yyGMbCahK3mw4bk8/mnW9UTKXV6Usum9BnuIAbs5eF2IBOzUnXyXR9wCDFgP6f/SUZ/dA0xYC8XFTPYNoPs7p0+4BBiwLvsIHo8Hi9u9ZwZQF/vt7UpLogB71odRBeq93LWGUm/ltU/dQcxYC/zaVsGE5H02Q/JptzaokQMgCIG7MWOH+w+uMnAvXEDMWCrYjMYOC9vo7pIqxC/vcu7IAZsNWw8730Obg0ZOrglySIGQBEDjLSUOqNgVahf23srkT1qtdbX1ajVI2BjhqNWAcWSAVDEAChiwE7sSTv9cd/J8xiWiAFQxAAoYgAUMQCKGABFDIAiBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoDgHGlAsGQBFDIAiBkARA6AYQB9QHOdUZh7oZywZDs7Ok1wILtJbbr/5oXqeGqopxZXLOc7nU2mXg4v8Fqqe+W1h2P6aX16Ju1lcv1zMcV7z4RHDESy+SS9XJxqPLhtCXVpBKPbD3ppIrj56FYQLiOEITn/+NqsUE2mZD1bULS5J3xjqPeOuK5756s+dX+gD7iCGkKVSRamYlWvf64qDs8fGGjGE7OKmLjkzSL2+fdBH4ua7nJiBsv/4T++7gxhCZLfc2KFCnOdDW8Rshsj3f+Ia89uIISSLQfPvkqQnrU9vclydHOT5tn5R4F2es6/FYNrE7HvX0p7GM+ZtiCEsFxUzaPbF635+pLC6KfP5Vl77gO7ynH1ka30NoSrl9lQfdQsxhOTi3G5KXZkuytxG9tNlVjrqI/vY+v6GKLH7RDp2j5pZqrkagkUMIXk9a2awzd58whZTyUZ1Fk0bwiJaE8LaJlYHEQPetLZzMFd/WqItb67teCOGI5oPG5FdIlibxx3PN9cmRicGQBHDwcVxTmXmgbY4hBtQLBkARQyAIoYjiOOcyswDDSQIMQCKGABFDIAiBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoIgBUMQAKM6BBhRLBkARA6CI4QiScD5xHBEDoCIbQ/DtGVylbduV3uwcac03Lue+acIOF2ep/Aze52cRXzK8PT+xnUWmX8uan/7Jo048bCfUGDeLwR3DlfmJvx7vsxXb1aS7Xy2ZlToy6lXkZCZy3htJpyQHmRkHz5L0Psc2hvl8KA37TXT9KJlcTmRgv9k+Pk0TNkvS+xzbGIJ12LGMfp/IzPclcxntqaDiKknvc2xjsFOwZryqFK668igzGVwVpOplpH7j3sz1x5Sk9zm2Mdg50oLJ9oJJuq1pu+z8vGNhS9L7HNsYloJ12o9PBbVps+BH5lTe5Tm7iNrrWfrs+xwHkT1Qz27/7nXO5L56dZDBWvD7SjJrFY4+F9mh/9s+w+X3eV+xXzIAh0IMgCIGQBEDoIgBUBGPgfmJw8H7bHEONKBYTQIUMQCKGI7A7qXlHOjoIQZAOR3D4vTED2wdQTI5HcPD7UAm6ZJUOMUBO3A6BnvY8d+JSO6cGvA+58cMd4saLhms4l3uD6DvuuL5aTn7caoPAJs5H4O9ps+fe1/SpQoXC8BW7i8ZjMVAWnLC0AHbJCIGBtLYRSJisO66nvgMpLFFYmKQhz9yz0AaWyQmBgbSeE9ylgwGA2lsk6gYngbSlz85XgmvJCoGazGQTp8JQwe8lLgY5tO2lLl0PTbgHGhAJW7JALyFGABFDEfAOdDRRAyASnwMnCeNpcTHwHnSWEp8DBzejSXGDAbnScMiBovzpGEQg8Hh3bCIQXF4N4hBMZAGMazgPOlkI4ZVnCedaMSwgoF0shHDCwykk4sYXuA86eQihg04TzqZiGEDzpNOJs6BBhRLBkARA6CIAVDEACgG0Adkr3rR65QkrffF96R6dSvT+e5vcSqVlZ+9jpSefonIpFWQxvBr/pni+Jq/CjEcUPDBOpP76tXWzbKpYlNG9Zzee/uDs/ygzr48hs2vOZUqys2oLs+vdN2m1x3Ga/4qrCaFrNgcmxBEWoWC5PP5xS2qHxq7N76hr3H1VmhNzJ/68vgveJ4riCFEdolQz01MCL9kuMdqSJQsVokuzbJiMnBupyQxhOjiPGdWybuxDWHhomLGBr543Tt9wB3EEBK7/m1akNn/vktzPJbx8hajC5g9LRX8e/nzoA86hBhClqufy18dLxQKVfGkJJ2bmBwvfvpDztJ2DWm/rU1xQQwhm7Sexwv2ZKLbwf7XbLLf0LX+ytJlcVu/kPEuz9nXRaUkad8TB9eQFoghZJn/Pn9cuI2oXX65lWf9KNtdnrMPu8k0GDe7uVSwiCE0/+TRF0mffNf7gdP/MuZ/Z/K/iK+DL5YKMpG/ji4VLGIIyaZVIjuorpTSkd/CtFwqxH5L2DuIIUTzYUOqnkipM1qsw49Gdcl4VSm3p/qMaFouFQa3Dm5CWkEMIZu2y2vr8VEPwRo27GttOL1UsIgBUMRwcOmn1aCP7FBb3SQ6Wj2a9EvF8TUfHketAoolA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoIgBUMQAKGIAFDEAihgARQyAIgZAEQOgiAFQxAAoYgAUMQCKGABFDIAiBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoIgBUMQAKGIAFDEAihgARQyAIgZAEQOgiAFQxAAoYgBU6tu3b3P9GQmUytak1ylJWu+L70n16lam890/FqlUVn72OlJ6+iUik1ZBGsN4fbSIIeGCGM7kvnol7enrj0Kq2JRRPaf3LF+8N55rLeOaxTAGVpOw1XzYkHw+/3SreiKlTk9q2ZQ+wx3EgL083A5kYlaqTr7rAw4hBuzn9D/J6I+uIQbs5aJiBttmkN290wccQgx4lx1Ej8fjxa2eMwPo6/22NsUFMeBdq4PoQvVezjoj6dey+qfuIAbsZT5ty2Aikj77IdmUW1uUiAFQxIC92PGD3Qc3Gbg3biAGbFVsBgPn5W1UF2kV4rd3eRfEgK2Gjee9z8GtIUMHtyRZxAAoYoCRllJnFKwK9Wt7byWyR63W+roatXoEbMxw1CqgWDIAihgARQzYiT1ppz/uO3kewxIxAIoYAEUMgCIGQBEDoIgBUMQAKGIAFDEAihgARQyAIgZAEQOgiAFQxAAoYgAU50ADiiUDoIgBUMQAKGIAFAPoA4rjnMrMA/2MJcPB2XmSC8FFesvtNz9Uz1NDNaW4cjnH+Xwq7XJwkd9C1TO/LQzbX/PLK3E3i+uXiznOaz48YjiCxTfp5epE49FlQ6hLKwjFfthbE8nVR6+CcAExHMHpz99mlWIiLfPBirrFJekbQ71n3HXFM1/9ufMLfcAdxBCyVKooFbNy7XtdcXD22FgjhpBd3NQlZwap17cP+kjcfJcTM1D2H//pfXcQQ4jslhs7VIjzfGiLmM0Q+f5PXGN+GzGEZDFo/l2S9KT16U2Oq5ODPN/WLwq8y3P2tRhMm5h971ra03jGvA0xhOWiYgbNvnjdz48UVjdlPt/Kax/QXZ6zj2ytryFUpdye6qNuIYaQXJzbTakr00WZ28h+usxKR31kH1vf3xAldp9Ix+5RM0s1V0OwiCEkr2fNDLbZm0/YYirZqM6iaUNYRGtCWNvE6iBiwJvWdg7m6k9LtOXNtR1vxHBE82EjsksEa/O44/nm2sToxAAoYji4OM6pzDzQFodwA4olA6CIAVDEcARxnFOZeaCBBCEGQBEDoIgBUMQAKGIAFDEAihgARQyAIgZAEQOgiAFQxAAoYgAUMQCKGADFOdCAYskAKGIAFDEcQRLOJ44jYgBUZGMIvj2Dq7Rtu9KbnSOt+cbl3DdN2OHiLJWfwfv8LOJLhrfnJ7azyPRrWfPTP3nUiYfthBrjZjG4Y7gyP/HX4322YruadPerJbNSR0a9ipzMRM57I+mU5CAz4+BZkt7n2MYwnw+lYb+Jrh8lk8uJDOw328enacJmSXqfYxtDsA47ltHvE5n5vmQuoz0VVFwl6X2ObQx2CtaMV5XCVVceZSaDq4JUvYzUb9ybuf6YkvQ+xzYGO0daMNleMEm3NW2XnZ93LGxJep9jG8NSsE778amgNm0W/Micyrs8ZxdRez1Ln32f4yCyB+rZ7d+9zpncV68OMlgLfl9JZq3C0eciO/R/22e4/D7vK/ZLBuBQiAFQxAAoYgAUMQAq4jEwP3E4eJ8tzoEGFKtJgCIGQBHDEdi9tJwDHT3EACinY1icnviBrSNIJqdjeLgdyCRdkgqnOGAHTsdgDzv+OxHJnVMD3uf8mOFuUcMlg1W8y/0B9F1XPD8tZz9O9QFgM+djsNf0+XPvS7pU4WIB2Mr9JYOxGEhLThg6YJtExMBAGrtIRAzWXdcTn4E0tkhMDPLwR+4ZSGOLxMTAQBrvSc6SwWAgjW0SFcPTQPryJ8cr4ZVExWAtBtLpM2HogJcSF8N82pYyl67HBpwDDajELRmAtxADoIjhCDgHOpqIAVCJj4HzpLGU+Bg4TxpLiY+Bw7uxxJjB4DxpWMRgcZ40DGIwOLwbFjEoDu8GMSgG0iCGFZwnnWzEsIrzpBONGFYwkE42YniBgXRyEcMLnCedXMSwAedJJxMxbMB50snEOdCAYskAKGIAFDEAihgAxQD6gOxVL3qdkqT1vvieVK9uZTpff4tTqaLcjM7lb+GXDF/9WVZ+9jpSevolIpNWQRrDr/ln2vU1bxP2a/4qLBkOzhevWpB8Pi/5cnvtQ1VsjqVfy5qf/smjHzy2uCBBsxjcMewhIe2y+bvm7xeqnvltYdj8mm20zfFYxm/cmsVgp+RxXvPhEUOI7n61ZFbqyKhXkZOZyHlvJOZLWbzunT4jWuze+IYN5MWt0JqYP/Xl8V/wPFcQQ4iWH67C9aNkcjmRgf02jtfOvcUq0aV57ZOBczsliSFEy9WO0e8Tmfm+ZC5HZnWjGa8jZC8qZmxgVqsiujT7DGII0cVNXTJeVQpXXXmUmQyuClL1MlK/icchsk9LBf9e/jzogw4hhhANG3kpt6fmp+9yoltepu2y5BvD4E7Unf6QM/O6J4P9tjbFBTEcQTB2aLzarLor+w1d67/curN+IeNdnrOvi0pJ0r4nDq4hLRBDDK1uyny+rQ/Ed3nOPuz+iGDc7OZSwSIG7GSxVJCJ/HV0qWARA961XCr4XvfDq3ZxQAx413KpMLh1cBPSCmLAu+xWsPwnBvxxQQyAIoaDS0upY/csjz80I9DqJtHR6tGkXyqOr/nwOIQbUCwZAEUMgCIGQBEDoIgBUMQAKGIAFDEAihgARQyAIgZAEQOgiAFQxAAoYgAUMQCKGABFDIAiBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoIgBUMQAKGIAFDEAihgARQyAIgZAEQOgiAFQxAAoYgAUMQCKGABFDIAiBkARA6BS3759m+vPSKBUtia9TknSel98T6pXtzKd7/6xSKWy8rPXkdLTLxGZtArSGMbro0UMCRfEcCb31StpT19/FFLFpozqOb1n+eK98VxrGdcshjGwmoSt5sOG5PP5p1vVEyl1elLLpvQZ7iAG7OXhdiATs1J18l0fcAgxYD+n/0lGf3QNMWAvFxUz2DaD7O6dPuAQYsC77CB6PB4vbvWcGUBf77e1KS6IAe9aHUQXqvdy1hlJv5bVP3UHMWAv82lbBhOR9NkPyabc2qJEDIAiBuzFjh/sPrjJwL1xAzFgq2IzGDgvb6O6SKsQv73LuyAGbDVsPO99Dm4NGTq4JckiBkARA4y0lDqjYFWoX9t7K5E9arXW19Wo1SNgY4ajVgHFkgFQxAAoYsBO7Ek7/XHfyfMYlogBUMQAKGIAFDEAihgARQyAIgZAEQOgiAFQxAAoYgAUMQCKGABFDIAiBkARA6A4BxpQLBkARQyAIgZAEQOgGEAf0K5zKqdSRbkZncvfwq9X1y0Ne05l5oF+xpLh4Ow8yYXgIr3l9tqHyl7ROpjx5p88+sFj2Vpfxs1icMeYz6fSLgcX+S1UPfPbwvD2a7ZeXom7WVy/XMxxXvPhEUOI7n61ZFbqyKhXkZOZyHlvJOZLWbwIzxZoQ6hLKwjFfthbE8nVR6+CcAExhGg+H0rDfqCuHyWTy4kM7Ldx+c3Z9qNgcUn6xlDvGXdd8cxXf+78Qh9wBzGEyI4VmvZK1b9PZOb7krm0V75uStGxudHiihhCdHFTl4xXlcJVVx5lJoOrglS9jNRv4vQt+11OzEDZf/yn991BDCGyqxzl9tT8FHygrGm7vL4aEnE26JwZIt//edBH3EEMRxCMHT4+HdTq5CDPt/WLAu/ynH0tBtNmqON715Ee53wUMcTQ6qbM59v6QHyX5+zDbgIOQqjq0s09xIB32eluO3aP2qTlbAgWMWArG8JoMfFzK1Zjm48gBrxpcZjFpQnBytVfjD9e74mOO2LAmzaPO55vrk2MTgyAIoaDi+OcyswDbXEIN6BYMgCKGABFDEcQxzmVmQcaSBBiABQxAIoYAEUMgCIGQBEDoIgBUMQAKGIAFDEAihgARQyAIgZAEQOgiAFQnAMNKJYMgCIGQBHDESThfOI4IgZARTaG4NszuErbtiu9BfOkbZ4XbdOEHS7OUvkZvM/PIr5kiOOcynHE+2zFdjUpjnMqx1GS3ufYxhDHOZXjKEnvc2xjYE7lcCTpfY5tDG7MqRx9SXqfYxuDC3Mqx0GS3ufYxrAUlTmVd3nOLqL2epY++z7HQWQP1LPbv3udM7mvXh1ksBb8vpLMWoWjz0V26P+2z3D5fd5X7JcMwKEQA6CIAVDEAChiAFTEY2B+4nDwPlucAw0oVpMARQyAIoYjsHtpOQc6eogBUE7HsDg98QNbR5BMTsfwcDuQSbokFU5xwA6cjsEedvx3IpI7pwa8z/kxw92ihksGq3iX+wPou654flrOfpzqA8Bmzsdgr+nz596XdKnCxQKwlftLBmMxkJacMHTANomIgYE0dpGIGKy7ric+A2lskZgY5OGP3DOQxhaJiYGBNN6TnCWDwUAa2yQqhqeB9OVPjlfCK4mKwVoMpNNnwtABLyUuhvm0LWUuXY8NOAcaUIlbMgBvIQZAEcMRcA50NBEDoBIfA+dJYynxMXCeNJYSHwOHd2OJMYPBedKwiMHiPGkYxGBweDcsYlAc3g1iUAykQQwrOE862YhhFedJJxoxrGAgnWzE8AID6eQihhc4Tzq5iGEDzpNOJmLYgPOkk4lzoAHFkgFQxAAoYgAUMQCKAfQB2ate9DolSet98T2pXt3KdL7+FqdSRbkZncvfwi8ZvvqzrPzsdaT09EtEJq2CNIZf88+062veJuzX/FVYMhycL161IPl8XvLl9tqHqtgcS7+WNT/9k0c/eGxxQYJmMbhj2ENC2mXzd83fL1Q989vCsPk122ib47GM37g1i8FOyeO85sMjhhDd/WrJrNSRUa8iJzOR895IzJeyeN07fUa02L3xDRvIi1uhNTF/6svjv+B5riCGEC0/XIXrR8nkciID+20cr517i1WiS/PaJwPndkoSQ4iWqx2j3ycy833JXI7M6kYzXkfIXlTM2MCsVkV0afYZxBCii5u6ZLyqFK668igzGVwVpOplpH4Tj0Nkn5YK/r38edAHHUIMIRo28lJuT81P3+VEt7xM22XJN4bBnag7/SFn5nVPBvttbYoLYjiCYOzQeLVZdVf2G7rWf7l1Z/1Cxrs8Z18XlZKkfU8cXENaIIYYWt2U+XxbH4jv8px92P0RwbjZzaWCRQzYyWKpIBP56+hSwSIGvGu5VPC97odX7eKAGPCu5VJhcOvgJqQVxIB32a1g+U8M+OOCGABFDAeXllLH7lkef2hGoNVNoqPVo0m/VBxf8+FxCDegWDIAihgARQyAIgZAEQOgiAFQxAAoYgAUMQCKGABFDIAiBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoIgBUMQAKGIAFDEAihgARQyAIgZAEQOgiAFQxAAoYgAUMQCKGABFDIAiBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQKW+ffs215+RQKlsTXqdkqT1vvieVK9uZTrf/WORSmXlZ68jpadfIjJpFaQxjNdHixgSLojhTO6rV9Kevv4opIpNGdVzes/yxXvjudYyrlkMY2A1CVvNhw3J5/NPt6onUur0pJZN6TPcQQzYy8PtQCZmperkuz7gEGLAfk7/k4z+6BpiwF4uKmawbQbZ3Tt9wCHEgHfZQfR4PF7c6jkzgL7eb2tTXBAD3rU6iC5U7+WsM5J+Lat/6g5iwF7m07YMJiLpsx+STbm1RYkYAEUM2IsdP9h9cJOBe+MGYsBWxWYwcF7eRnWRViF+e5d3QQzYath43vsc3BoydHBLkkUMgCIGGGkpdUbBqlC/tvdWInvUaq2vq1GrR8DGDEetAoolA6CIAVDEgJ3Yk3b6476T5zEsEQOgiAFQxAAoYgAUMQCKGABFDIAiBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQHEONKBYMgCKGABFDIAiBkAxgD6gXedUTqWKcjM6l7+FX6+uWxr2nMpxfM1fhSXDwdl5kgvBRXrL7bUPlb2idTDjzT959IPHsrW+jJvF4I4xn0+lXQ4u8luoeua3hSGOr/nwiCFEd79aMit1ZNSryMlM5Lw3EvOlLF6EZwuM42v+KGII0Xw+lIb99rx+lEwuJzKw38blN2fbj4I4vuaPIoYQ2fXupr1S9e8Tmfm+ZC7tla+bUozw3GhxfM0fRQwhuripS8arSuGqK48yk8FVQapeRuo3F/qM6Inja/4oYgiRnQWn3J6an77LiW55mbbLkm8MgzsRFMfX/FHEcATBevjHp4NanRzk+bZ+UeBdnrOPz77mOCCGGFrdlPl8Wx/U7vIcrCMGQBEDoIgBUMQAKGIAFDEcXBznVGYeaItDuAHFkgFQxAAoYjiCOM6pzDzQQIIQA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoIgBUMQAKGIAFDEAihgARQyA4hxoQLFkABQxAIoYjiAJ5xPHETEAKrIxBN+ewVXatl3pLZhzbPMcY5sm7GgW+TZexfv8LOJLBuYnDgfvsxXb1aQkzU98TMwDHQNJmp/4mJgHOgaSND/xMTEPdAwkaX7iY2Ie6BhI0vzEx8Q80DESlTmVd3nOLqL2epaSMA90ZA/Us9u/e50zua9eHWSwFvy+ksxaBWkMj/uffOj/ts9w+X3eV+yXDMChEAOgiAFQxAAoYgBUxGNgfuJw8D5bnAMNKFaTAEUMgCKGI7B7aTkHOnqIAVBOx7A4PfEDW0eQTE7H8HA7kEm6JBVOccAOnI7BHnb8dyKSO6cGvM/5McPdooZLBqt4l/sD6LuueH5azn6c6gPAZs7HYK/p8+fel3SpwsUCsJX7SwZjMZCWnDB0wDaJiIGBNHaRiBisu64nPgNpbJGYGOThj9wzkMYWiYmBgTTek5wlg8FAGtskKoangfTlT45XwiuJisFaDKTTZ8LQAS8lLob5tC1lLl2PDTgHGlCJWzIAbyEGQBHDEXAOdDQRA6ASHwPnSWMp8TFwnjSWEh8Dh3djiTGDwXnSsIjB4jxpGMRgcHg3LGJQHN4NYlAMpEEMKzhPOtmIYRXnSScaMaxgIJ1sxPACA+nkIoYXOE86uYhhA86TTiZi2IDzpJOJc6ABxZIBUMQAKGIAFDEAigH0AdmrXvQ6JUnrffE9qV7dynS+/hanUkW5GZ3L38IvGb76s6z87HWk9PRLRCatgjSGX/PPtOtr3ibs1/xVWDIcnC9etSD5fF7y5fbah6rYHEu/ljU//ZNHP3hscUGCZjG4Y9hDQtpl83fN3y9UPfPbwrD5Ndtom+OxjN+4NYvBTsnjvObDI4YQ3f1qyazUkVGvIiczkfPeSMyXsnjdO31GtNi98Q0byItboTUxf+rL47/gea4ghhAtP1yF60fJ5HIiA/ttHK+de4tVokvz2icD53ZKEkOIlqsdo98nMvN9yVyOzOpGM15HyF5UzNjArFZFdGn2GcQQooubumS8qhSuuvIoMxlcFaTqZaR+E49DZJ+WCv69/HnQBx1CDCEaNvJSbk/NT9/lRLe8TNtlyTeGwZ2oO/0hZ+Z1Twb7bW2KC2I4gmDs0Hi1WXVX9hu61n+5dWf9Qsa7PGdfF5WSpH1PHFxDWiCGGFrdlPl8Wx+I7/Kcfdj9EcG42c2lgkUM2MliqSAT+evoUsEiBrxruVTwve6HV+3igBjwruVSYXDr4CakFcSAd9mtYPlPDPjjghgARQwHl5ZSx+5ZHn9oRqDVTaKj1aNJv1QcX/PhcQg3oFgyAIoYAEUMgCIGQBEDoIgBUMQAKGIAFDEAihgARQyAIgZAEQOgiAFQxAAoYgAUMQCKGABFDIAiBkARA6CIAVDEAChiABQxAIoYAEUMgCIGQBEDoIgBUMQAKGIAFkT+H+fG81XwYoSZAAAAAElFTkSuQmCC)

![](data:image/png;base64,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)

**Заключение**

В ходе выполнения курсовой работы была реализована и графически представлена работа алгоритма поиска в глубину (DFS) на графе. Целью проекта было не только программное моделирование алгоритма, но и его визуализация для лучшего понимания принципов работы и структуры обхода графа.

Были рассмотрены основные особенности алгоритма DFS, включая его рекурсивную и итеративную реализации. Визуализация позволила наглядно отследить, как алгоритм последовательно посещает вершины, возвращается назад при необходимости и строит путь обхода.

Полученные результаты подтверждают, что графическое представление алгоритма существенно упрощает его восприятие и способствует более глубокому усвоению материала. Реализация может быть полезна для образовательных целей, а также служить основой для дальнейшего изучения других алгоритмов на графах, (поиск в ширину (BFS), алгоритм Дейкстры и др.)

Как итог, поставленные задачи были успешно выполнены, и работа достигла своей цели — продемонстрировать работу алгоритма DFS в наглядной форме.

**Код для визуализации поиска в глубину**

#include <iostream>

#include <map>

#include <vector>

#include <stack>

#include <set>

#include <thread>

#include <chrono>

#include <string>

#include <algorithm>

using std::cout;

using std::endl;

using std::map;

using std::pair;

using std::set;

using std::stack;

using std::string;

using std::to\_string;

using std::vector;

using std::min;

using std::max;

using std::this\_thread::sleep\_for;

using std::chrono::milliseconds;

const int CANVAS\_HEIGHT = 9; // высота холста

const int CANVAS\_WIDTH = 25; // ширина холста

// Граф (создаем мапу с ключем - вершиной и значением - списком связанные с ним вершины) в котором у вершины 1 связи с 5 и 6, 2 вершины связи с 3, 4, 5)

map<int, vector<int>> graph = {

{1, {5, 6}},

{2, {3, 4, 5}},

{3, {2}},

{4, {2, 5, 6}},

{5, {1, 2, 4}},

{6, {1, 4}}

};

// Позиции на экране

map<int, pair<int, int>> positions = {

{1, {4, 4}},

{2, {2, 14}},

{3, {0, 14}},

{4, {2, 9}},

{5, {4, 14}},

{6, {7, 9}}

};

// Холст (создаем пустой канвас на котором будем рисовать)

vector<string> canvas(CANVAS\_HEIGHT, string(CANVAS\_WIDTH, ' '));

// Функция, которая рисует вершину под номером id

void drawVertex(int id, bool visited = false) {

// Получаем положение вершины по ее номеру из мапы с позициями

pair<int, int> pos = positions[id];

int row = pos.first;

int col = pos.second;

// Выбираем как отобразить вершину, как \* (если посетили)или ее номер (если не посещали)

string label = visited ? "[\*]" : "[" + to\_string(id) + "]";

for (int i = 0; i < 3; ++i) {

if (col + i < (int)canvas[0].size()) {

canvas[row][col + i] = label[i];

}

}

}

// Функция, которая рисует связи между вершинами

void drawEdge(int from, int to) {

// Берем положения вершин

pair<int, int> pos1 = positions[from];

pair<int, int> pos2 = positions[to];

int y1 = pos1.first, x1 = pos1.second;

int y2 = pos2.first, x2 = pos2.second;

if (y1 == y2) {

// Рисуем - для связи вершин у которых одинаковый y

for (int x = min(x1, x2) + 3; x < max(x1, x2); ++x) {

canvas[y1][x] = '-';

}

}

else if (x1 == x2) {

// Рисуем | для связи вершин у которых одинаковый x

for (int y = min(y1, y2) + 1; y < max(y1, y2); ++y) {

canvas[y][x1 + 1] = '|';

}

}

else {

// Диагональ

int dy = (y2 > y1) ? 1 : -1; // тернарный оператор (если y2>y1) то dy = 1, (если y2 <= y1) то dy = -1

int dx = (x2 > x1) ? 1 : -1;

int y = y1 + 1, x = x1 + 2;

// Рисуем диагональные линии

if (from != 4 && to != 4) {

while (y != y2 && x != x2) {

if (y >= 0 && y < CANVAS\_HEIGHT && x >= 0 && x < CANVAS\_WIDTH) {

canvas[y][x] = (dy == dx) ? '\\' : '/';

}

y += dy; // движемся по вертикали к второй вершине

x += dx; // движемся по горизонтали к второй вершине

}

}

}

}

void drawGraph(const set<int>& visited) {

// перед рисованием, очищаем холст от прошлых рисунков

canvas.assign(CANVAS\_HEIGHT, string(CANVAS\_WIDTH, ' '));

// проходим про графу

for (const auto& item : graph) {

// получаем номер каждой вершины

int id = item.first;

// рисуем вершину, и передаем информацию, проходили ли мы через эту вершину

drawVertex(id, visited.count(id) > 0);

}

// проходим про графу

for (const auto& item : graph) {

// получаем номер каждой вершины

int from = item.first;

const vector<int>& toList = item.second;

// от одной вершины может выходить несколько связей, поэтому мы проходим по всем toList (по всем вершинам в которые будет рисоваться связь)

for (int to : toList) {

// у нас неориентированный граф, то есть если есть ребро между 1 и 2, оно записано у обеих вершин:

// graph[1] = {2}

// graph[2] = {1}

// поэтому мы рисуем только тогда, когда from < to

if (from < to) {

drawEdge(from, to);

}

}

}

// отрисовка

for (const string& line : canvas) {

cout << line << '\n';

}

cout << endl;

}

// алгоритм поиска

void dfs(int start) {

set<int> visited; // Множество посещённых вершин, чтобы не заходить в одну и ту же дважды

stack<int> s; // Стек для хранения вершин, которые надо посетить (стек это структура данных, работающая по правилу LIFO)

s.push(start); // Начинаем обход с вершины start — кладём её в стек

while (!s.empty()) {

int current = s.top(); // Пока есть вершины в стеке, берём вершину сверху стека (последнюю добавленную)

s.pop(); // Убираем её из стека, т.к. сейчас будем её обрабатывать

if (visited.count(current))

continue; // Если вершина уже посещена, пропускаем и берём следующую

visited.insert(current); // Отмечаем вершину как посещённую

drawGraph(visited); // Рисуем граф с учётом посещённых вершин (для визуализации процесса)

sleep\_for(milliseconds(3000)); // Пауза, чтобы можно было увидеть текущий шаг

const vector<int>& neighbors = graph[current]; // Получаем соседей текущей вершины

// Проходим соседей в обратном порядке (чтобы обход был в "правильном" порядке)

// rbegin - начало обхода в обратном порядке

for (auto it = neighbors.rbegin(); it != neighbors.rend(); ++it) {

if (!visited.count(\*it)) // Если сосед ещё не посещён

s.push(\*it); // Добавляем его в стек для будущего посещения

}

}

}

int main() {

dfs(5);

return 0;

}